Quais as vantagens da vinculação dinâmica de tipos?  
~~a) A vinculação dinâmica de tipos elimina a necessidade de verificação de tipos em tempo de compilação, resultando em um código mais leve e mais fácil de depurar, diminuindo o tempo total de desenvolvimento.~~  
b) A vinculação dinâmica de tipos permite que variáveis sejam atribuídas a diferentes tipos de dados durante a execução do programa, o que aumenta a flexibilidade na manipulação de dados e na implementação de algoritmos.   
~~c) A vinculação dinâmica de tipos promove um maior controle sobre os tipos de dados utilizados em um programa, permitindo que os desenvolvedores capturem e tratem exceções de tipo em tempo de execução, garantindo assim que os tipos sejam consistentes.~~  
~~d) A vinculação dinâmica de tipos facilita a prototipagem rápida de aplicativos, permitindo que os desenvolvedores criem e testem ideias rapidamente sem se preocupar com a definição de tipos rigorosos, embora isso possa levar a erros em produção.~~  
e) A vinculação dinâmica de tipos pode resultar em um código mais difícil de manter, pois a natureza flexível dos tipos pode levar a eliminação de erros que são difíceis de detectar antes da execução.

Quais são as questões de projeto referentes a nomes?  
a) Devem ser considerados o comprimento máximo permitido dos nomes, a distinção entre letras maiúsculas e minúsculas, a presença de caracteres especiais e se palavras chaves podem ser usadas como nomes.   
b) As principais questões de projeto são determinar se os nomes de variáveis podem ser compartilhados entre diferentes blocos de código e se é permitido o uso de números como o primeiro caractere em um nome de variável.  
c) O foco principal do projeto de nomes de variáveis é garantir que os nomes sejam únicos em todo o código, independentemente do escopo, auxiliando assim a analise de regras de escopo e reutilização de palavras.  
d) A consideração mais relevante sobre nomes de variáveis é se eles são compostos por letras e números. A necessidade de verificar limitações sobre a reutilização de palavras reservadas ou a distinção de letras maiúsculas não é relevante.  
~~e) A questão fundamental é garantir que os nomes de variáveis sejam sempre autoexplicativos e semanticamente ricos, facilitando o entendimento do código por outros programadores, independentemente de regras de escopo ou reutilização de identificadores.~~

Defina vinculação estática e vinculação dinâmica.   
a) Vinculação dinâmica permite que variáveis mudem seu tipo em tempo de execução, enquanto a vinculação dinâmica fixa, também chamada de estática, o tipo de uma variável assim que ela é declarada, limitando sua flexibilidade ao longo da execução do programa.  
b) Vinculação estática ocorre em tempo de compilação, onde as associações entre variáveis e seus tipos, valores ou funções, por exemplo, são definidas e fixas. Vinculação dinâmica ocorre em tempo de execução, onde essas associações são determinadas conforme o programa é executado.   
~~c) Vinculação estática é utilizada principalmente em linguagens interpretadas, onde o tipo de dado é definido durante a execução do programa. Vinculação dinâmica, ao contrário, é característica das linguagens compiladas, onde o tipo de dado é determinado em tempo de compilação~~.  
~~d) Vinculação estática e vinculação dinâmica são termos intercambiáveis em linguagens modernas, já que ambas se referem ao processo de determinar como as variáveis são armazenadas na memória, sem diferenças no momento em que isso ocorre.~~  
~~e) Vinculação estática refere-se ao momento em que uma variável é associada a seu valor inicial no momento de sua declaração, enquanto vinculação dinâmica permite que essa associação seja alterada quando novas instruções são encontradas durante o fluxo de execução.~~

Qual é o problema geral com o escopo estático?  
~~a) O escopo estático cria ambiguidade na resolução de variáveis, pois a execução do programa pode alterar dinamicamente o escopo de uma variável, dependendo do caminho que a execução tomar, o que causa problemas na previsibilidade do código.~~  
~~b) O escopo estático depende da ordem em que as funções são chamadas em tempo de execução, o que torna o comportamento do programa imprevisível, especialmente quando funções recursivas estão envolvidas.  
c) O maior problema com o escopo estático é que ele pode levar a conflitos de nomes entre variáveis globais e locais, o que causa erros de execução, já que as variáveis globais têm precedência no escopo estático.~~d) O problema geral com o escopo estático é que ele pode tornar difícil para os desenvolvedores prever como as variáveis serão acessadas em programas grandes e com múltiplos blocos aninhados, especialmente se o código for altamente modular ou distribuído em várias bibliotecas.   
e) Escopo estático é problemático em linguagens que não suportam funções aninhadas, já que isso limita a capacidade de definir variáveis locais em escopos mais profundos e acessá-las de fora desses escopos durante a execução do programa.

Quais as vantagens das declarações implícitas de variáveis?  
a) Com declarações implícitas, as variáveis podem ser declaradas sem inicialização, e o compilador atribui automaticamente um valor padrão, o que facilita a manutenção de código complexo.  
b) Declarações implícitas permitem que o tipo da variável seja alterado dinamicamente durante a execução do programa, sem a necessidade de redefinição, proporcionando mais flexibilidade..  
c) O uso de declarações implícitas assegura que as variáveis sejam convertidas automaticamente entre tipos diferentes durante a execução, eliminando a necessidade de coerção de tipos por parte do desenvolvedor.  
d) As declarações implícitas de variáveis permitem a dedução automática de tipos pelo compilador com base nos valores atribuídos, economizando tempo de desenvolvimento, sem comprometer a verificação de tipos em tempo de compilação.  
e) Declarações implícitas eliminam a necessidade de inicializar variáveis antes de usá-las, permitindo que o compilador automaticamente forneça valores iniciais com base no tipo de dado da variável, economizando tempo de desenvolvimento.

O que é um bloco de código?

~~a) Um bloco de código é uma seção de um programa onde todas as variáveis declaradas dentro dele automaticamente se tornam variáveis globais, permitindo seu uso em qualquer parte do programa, independentemente do local de sua declaração.~~

b) Um bloco de código é uma estrutura que define um grupo de instruções que sempre compartilha o mesmo escopo com as variáveis de sua função externa, tornando possível acessar e modificar essas variáveis diretamente a partir do bloco.

c) Um bloco de código é uma seção delimitada por chaves ou indentação que define um novo escopo, onde variáveis declaradas dentro dele são locais e não são acessíveis fora do bloco, o que ajuda a organizar o código e evitar conflitos de variáveis.

d) Um bloco de código é um conjunto de expressões lógicas que determinam o fluxo do programa, mas não possuem um escopo próprio, fazendo com que as variáveis definidas nele estejam acessíveis em qualquer parte do programa.

e) Um bloco de código é uma região que compartilha o mesmo escopo de execução com todas as funções do programa, o que garante que variáveis declaradas em um bloco possam ser acessadas em qualquer outro bloco sem restrições.

Como um valor numérico real do tipo decimal (ponto fixo) perde espaço em memória?  
a) Ao utilizar mais bits para a parte inteira do que para a parte fracionária, os números que exigem precisão decimal podem não ser representados com exatidão, resultando em espaço perdido devido à necessidade de arredondamento.  
b) Valores decimais perdem espaço em memória quando a representação é feita usando um número fixo de bits para a parte fracionária, independentemente do valor a ser armazenado, fazendo com que pequenos números consumam o mesmo espaço que números grandes.  
c) A representação de valores decimais aumenta a complexidade do algoritmo, exigindo mais bits para operações aritméticas, o que resulta em perda de espaço em memória.  
d) Ao representar números decimais, pode haver perda de espaço se a quantidade de bits usados para a parte inteira for insuficiente para acomodar valores grandes, forçando a utilização de representações alternativas que consomem mais espaço.  
e) Valores decimais perdem espaço em memória devido à limitação de representar apenas valores em um intervalo específico, resultando em desperdício de espaço quando os valores estão muito abaixo ou acima do intervalo representável.

Quais são as questões de projeto mais importantes para tipos de cadeias de caracteres?  
~~a) As cadeias de caracteres devem armazenadas em memória contígua para maximizar o desempenho. Garantir que elas possam ser convertidas diretamente para outros tipos de dados.~~  
b~~) As cadeias de caracteres devem ser tratadas como coleções de variáveis inteiras. Garantir a compatibilidade entre sistemas operacionais diferentes.  
c) As cadeias de caracteres devem ser projetadas com base em um modelo de árvore ou listas ligadas. Permitir tanto tamanhos fixos quanto variáveis.~~  
d) As cadeias de caracteres devem ser um tipo especial de vetor de caracteres ou um tipo primitivo. Devem ter tamanho estático ou dinâmico.   
e~~) As cadeias de caracteres devem ser projetadas como objetos mutáveis ou imutáveis. Devem ser implementadas como um tipo de dado numérico especial.~~

Quais são as vantagens dos tipos de enumeração definidos pelo usuário?  
a) Permitem associar automaticamente valores numéricos a cada item, facilitando o uso de tipos de enumeração como índices em arrays, garantindo uma execução mais eficiente.  
b) A principal vantagem é que os valores de enumeração podem ser modificados em tempo de execução, permitindo maior flexibilidade para ajustar o comportamento do programa conforme necessário.  
c) Os tipos de enumeração definidos pelo usuário eliminam a necessidade de conversão entre diferentes tipos de dados, permitindo que uma variável enum seja automaticamente convertida em strings quando usados em operações de entrada e saída, o que facilita o processo de depuração do código.  
d) Oferecem a capacidade de definir valores de enumeração não duplicados para o mesmo nome de enum, permitindo uma maior reutilização de identificadores sem problemas de escopo.  
e) Permitem que o programador defina um conjunto restrito de valores que uma variável pode assumir, melhorando a legibilidade do código e a segurança, já que previnem o uso de valores fora do conjunto definido.

Quais são as questões de projeto para uniões?  
a) Se as uniões devem exigir a verificação de tipos e se podem ser usadas dentro de registros?   
b) Se as uniões devem permitir armazenar múltiplos valores ao mesmo tempo e se devem otimizar o uso de memória em sistemas que lidam com grandes quantidades de dados.  
c) Se a união deve ser usada apenas para tipos numéricos ou se devem evitar que o programador utilize tipos de dados complexos como strings ou estruturas em uniões.  
d) Se as uniões devem ser mutáveis ou se podem permitir que seu conteúdo seja definido apenas uma vez e não alterado posteriormente, melhorando a segurança no acesso à memória.  
e) Se as uniões devem implementar polimorfismo, ou se devem não permitir que diferentes métodos sejam chamados dependendo do tipo de dado atualmente armazenado na união.

Como JavaScript suporta matrizes esparsas?  
a) JavaScript lida com arrays esparsos atribuindo a cada índice um valor null como padrão para posições vazias, o que otimiza o armazenamento de memória e permite que o array seja percorrido sem erros.  
b) JavaScript cria uma estrutura de árvore internamente para armazenar matrizes esparsas, garantindo que cada elemento seja acessado rapidamente, mesmo que existam lacunas significativas entre os valores atribuídos.  
c) JavaScript suporta matrizes esparsas por meio de seu modelo de arrays, que são implementados como objetos, onde os índices não atribuídos não ocupam espaço na memória, sendo tratados como não definidos (undefined) ao serem acessados.   
d) JavaScript trata arrays esparsos como arrays regulares, mas internamente cria uma tabela hash para mapear os índices aos valores, o que melhora o desempenho de acesso a posições vazias.  
e) JavaScript converte arrays esparsos em listas dinâmicas internamente, garantindo que a memória seja alocada apenas para os elementos que contêm valores, enquanto os índices vazios são ignorados.

Quais são as questões de projeto para matrizes?  
a) As principais questões de projeto incluem como as matrizes são alocadas (em tempo de compilação ou execução), se o tamanho pode ser dinâmico ou estático, e como a verificação de limites será realizada, para evitar acessos fora da faixa de índices.   
b) As questões de projeto para matrizes incluem a escolha entre usar ponteiros ou referências para acessar os elementos, além de determinar se as matrizes devem ser implementadas com memória compartilhada para otimizar o uso de recursos.  
c) As questões de projeto incluem determinar se o acesso aos elementos da matriz deve ser feito apenas por índices numéricos ou se suportará também a indexação por strings ou outros tipos de dados dinâmicos e quais as fatias são permitidas.  
d) Uma questão central do projeto de matrizes é definir se todos os elementos devem ter o mesmo tipo de dados ou se podem armazenar múltiplos tipos de dados e quantos níveis de índices são permitidos.  
e) As questões de projeto se concentram na forma como as operações de multiplicação e soma entre matrizes são implementadas diretamente na sintaxe da linguagem, e quais os tipos permitidos para os índices.

Quais são as questões de projeto para os tipos Ponteiro?  
a) A linguagem deve suportar tipo ponteiro, tipo referência ou ambos tipos de dados? Ponteiros devem ser restritos quanto ao tipo de valor para o qual eles apontam, ou seja, tenha um tipo associado que limite o tipo de dados para o qual ele pode apontar?  
b) A linguagem deve permitir que ponteiros sejam usados apenas em funções e não em outras partes do código? Ponteiros devem ser implementados como uma estrutura de dados exclusiva, independente do sistema de tipos?  
c) Os ponteiros devem ser desconsiderados na implementação de algoritmos? A linguagem deve exigir que todos os ponteiros sejam tratados como ponteiros nulos por padrão, para simplificar o processo de alocação de memória e reduzir o risco de vazamentos de memória?  
d) A linguagem deve permitir a conversão automática de ponteiros em inteiros sem restrições, de modo que os desenvolvedores não precisem se preocupar com a segurança dos tipos? A linguagem deve proibir o uso de ponteiros em estruturas de dados complexas, como listas encadeadas ou árvores?  
e) A linguagem deve tratar todos os ponteiros como ponteiros de função? A linguagem deve obrigar os desenvolvedores a declarar todos os ponteiros como variáveis globais, para garantir que sejam acessíveis em qualquer parte do código?

Deixar mais claro o porque a questão e) não é a certa, porque ela não é absurdamente errada, pelo contrário, pode realmente confundir porque tem partes certas. Vou dividi-la em 3 partes.  
  
1) "Utilizar constantes nomeadas ajuda a evitar erros de codificação"  
2) "ao invés de inserir o mesmo valor repetidamente, o programador utiliza um único identificador que representa aquele valor"  
3) "garantindo que ele seja consistente em todo o código."  
  
  
1) Isso não é verdade. Erros de codificação são falhas ou defeitos que ocorrem no código de um programa que podem causar um comportamento inesperado, não desejado ou incorreto no software. Usar constantes nomeadas é somente trocar um valor literal com pouca semântica por um identificador com mais significado visando a melhoria da legibilidade. Se o valor estiver errado por exemplo, não adianta nada nomeá-lo e colocar numa constante que se tiver que acontecer um erro, ele acontecerá com o uso do literal diretamente ou da constante nomeada (como por exemplo atribuir a constante um valor fora do limite do array).   
2) Isso é verdade, mas não é vantagem. É como devemos usar as constantes nomeadas. Como devemos fazer algo não é a vantagem. Vantagem é, caso esse algo seja feito, quais benefícios serão obtidos com isso. Exemplo.: Devemos estudar 1 hora por dia. A vantagem disso será um provável melhor desempenho numa prova (Pegou o código? kkk).  
3) Isso é verdade e é uma vantagem. A constante nomeada ajuda na manutenção do código evitando a geração de inconsistências como, por exemplo, esquecer de mudar um valor literal em todos os lugares que ele é utilizado, melhorando assim a confiabilidade do programa.

Quais são os argumentos contra a representação de valores booleanos como bits únicos em memória?  
a) ~~Usar um único bit, em vez de um byte ou uma palavra inteira, pode ser desvantajoso em sistemas com recursos limitados ou em programas que lidam com grandes quantidades de dados booleanos~~.  
b) Se há muitos valores booleanos (por exemplo, em um array ou bitmap), representar cada um deles como um bit pode gastar uma quantidade significativa maior de memória.  
c) Em protocolos de comunicação onde a largura de banda é limitada, representar valores booleanos como bits únicos aumenta a quantidade de dados transmitidos, devido ao controle adicional necessário, onerando a comunicação.  
d) Como compiladores não podem utilizar técnicas de otimização que aproveitam a representação de booleanos como bits únicos, agrupar várias variáveis booleanas em um único byte se torna uma tarefa dispendiosa.  
e) Muitas arquiteturas operam em unidades de byte ou múltiplos de bytes. Ao acessar ou modificar um bit único, à necessidade de operações extras para isolar e processar o bit, perdendo assim em simplicidade e desempenho.

Que linguagem suporta matrizes com elementos alocados em índices negativos (e não somente uma convenção para acessar os elementos a partir do final da matriz)?  
a) C#  
b) Ruby  
c) Python  
d) PHP  
e) Fortran 77

Qual a função de acesso para uma matriz bidimensional retangular (m, n)?  
a) localizacao(a[i,j]) = endereco\_de\_a[0,0] + (i \* n + j) \* tamanho\_do\_elemento   
b) localizacao(a[i,j]) = endereco\_de\_a[0,0] + (i + j \* m) \* tamanho\_do\_elemento  
c) localizacao(a[i,j]) = endereco\_de\_a[0,0] + (i \* m + j) \* tamanho\_do\_elemento  
d) localizacao(a[i,j]) = endereco\_de\_a[0,0] + (i \* n + j) \* tamanho\_do\_elemento  
e) localizacao(a[i,j]) = endereco\_de\_a[0,0] + i \* j \* tamanho\_do\_elemento

Defina referências completamente qualificadas para campos em registros.   
a) Referências completamente qualificadas são aquelas que permitem acessar campos de um registro sem precisar especificar o nome do registro, usando apenas o nome do campo, melhorando a legibilidade.  
b) Referências completamente qualificadas são referências que utilizam o caminho completo desde o nome do registro até o campo específico, garantindo que o acesso ao campo seja claro e sem ambiguidades.  
c) Referências completamente qualificadas são usadas em estruturas de dados que não permitem acesso direto aos seus campos.  
d) Referências completamente qualificadas são uma forma de acessar campos de um registro que não requerem a especificação do tipo de dado armazenado no campo.  
e) Referências completamente qualificadas são implementações que otimizam o desempenho do acesso a campos em registros, tornando a execução mais rápida.

Quais vantagens as variáveis de tipo de referência têm em relação aos ponteiros?  
a) As variáveis de tipo de referência garantem que todas as operações de memória sejam realizadas de maneira segura, prevenindo erros de acesso a memória fora dos limites.  
b) Variáveis de tipo de referência podem ser facilmente convertidas em ponteiros, o que melhora a interoperabilidade com linguagens de baixo nível.  
c) O gerenciamento automático de memória através do coletor de lixo reduz o risco de vazamentos de memória em comparação ao gerenciamento manual de ponteiros.   
d) Variáveis de tipo de referência não podem ser nulas, o que elimina o risco de erros de ponteiro nulo em tempo de execução.  
e) Variáveis de tipo de referência são sempre mais eficientes em termos de desempenho do que ponteiros, pois não exigem operações adicionais de desreferenciação.

O que foi perdido na decisão dos projetistas de Java de não incluírem os ponteiros?  
a) A flexibilidade de controlar a passagem de parâmetros por valor ou por referência, reduzindo a sobrecarga no desempenho ao evitar cópias desnecessárias de objetos.  
b) O suporte à aritmética de ponteiros, permitindo operações matemáticas diretamente nos endereços de memória para acessar e modificar dados de maneira mais eficiente.  
c) A capacidade de manipular diretamente a memória através de endereços, permitindo operações de baixo nível e controle preciso sobre a alocação e desalocação de memória.   
d) A capacidade de implementar estruturas de dados mais avançadas, como listas encadeadas e árvores, sem a necessidade de bibliotecas adicionais.  
e) O controle direto sobre o gerenciamento de memória, eliminando a dependência do coletor de lixo e permitindo a liberação explícita de memória em tempo real.

O que foi perdido na decisão dos projetistas de Java de não incluírem os ponteiros?  
a) A flexibilidade de controlar a passagem de parâmetros por valor ou por referência, reduzindo a sobrecarga no desempenho ao evitar cópias desnecessárias de objetos.  
b) O suporte à aritmética de ponteiros, permitindo operações matemáticas diretamente nos endereços de memória para acessar e modificar dados de maneira mais eficiente.  
c) A capacidade de manipular diretamente a memória através de endereços, permitindo operações de baixo nível e controle preciso sobre a alocação e desalocação de memória.  
d) A capacidade de implementar estruturas de dados mais avançadas, como listas encadeadas e árvores, sem a necessidade de bibliotecas adicionais.  
e) O controle direto sobre o gerenciamento de memória, eliminando a dependência do coletor de lixo e permitindo a liberação explícita de memória em tempo real.

O que são parâmetros formais de subprogramas?  
a) Parâmetros formais são variáveis locais que armazenam temporariamente os resultados de um subprograma após sua execução.  
b) Parâmetros formais são valores definidos pelo subprograma ao final de sua execução, que serão retornados ao código chamador.  
c) Parâmetros formais são as variáveis declaradas no subprograma que representam os valores que serão passados pelos argumentos durante a chamada do subprograma.   
d) Parâmetros formais são variáveis globais usadas por subprogramas para compartilhar dados entre diferentes partes do programa.  
e) Parâmetros formais são constantes definidas dentro do subprograma que servem para controlar seu fluxo de execução.

Quais são as vantagens e desvantagens de parâmetros de subprogramas com palavras-chave?  
a) A vantagem dos parâmetros com palavras-chave é que eles permitem reordenar os argumentos na chamada do subprograma, o que pode facilitar a legibilidade do código. A desvantagem é que a sintaxe se torna mais complexa, exigindo que todos os parâmetros sejam passados na ordem correta.  
b) Uma vantagem dos parâmetros com palavras-chave é que eles permitem a passagem de apenas alguns argumentos, omitindo os outros. A desvantagem é que isso impede o uso de valores padrão nos parâmetros.  
c) A principal vantagem dos parâmetros com palavras-chave é que eles garantem que os argumentos sejam passados por referência, melhorando a eficiência. A desvantagem é que não permitem o uso de parâmetros variáveis.  
d) A vantagem dos parâmetros com palavras-chave é que eles tornam o código mais legível ao identificar claramente qual valor é passado para qual parâmetro, e a desvantagem é que podem tornar a chamada do subprograma mais longa e verbosa.   
e) Os parâmetros com palavras-chave têm a vantagem de melhorar o desempenho da execução do subprograma, mas a desvantagem é que eles não podem ser usados em subprogramas que aceitam um número variável de parâmetros.

Que linguagens permitem um número variável de parâmetros de entrada em subprogramas?  
a) Python, C# e Ruby.   
b) Pascal, Java e PHP.  
c) Cobol, Rust e JavaScript.  
d) Ada, C++ e Swift.  
e) Fortran, Kotlin e Perl.

Qual é a principal diferença entre uma função e um procedimento em linguagens de programação?  
a) Uma função pode ser chamada de qualquer lugar no código, enquanto um procedimento só pode ser chamado dentro de outras funções.  
b) Uma função sempre retorna um valor, enquanto um procedimento não retorna nenhum valor.   
c) Uma função é utilizada exclusivamente para operações matemáticas, enquanto um procedimento é utilizado para manipulações de dados.  
d) Um procedimento não pode ter parâmetros, enquanto uma função deve ter pelo menos um parâmetro.  
e) Um procedimento pode retornar múltiplos valores, enquanto uma função só pode retornar um valor.

Que linguagens permitem que as definições de subprogramas sejam aninhadas?  
a) Python e C#.   
b) Kotlin e PHP.  
c) JavaScript e Objective-C.  
d) Java e Swift.  
e) Rust e C++.

Qual das alternativas representa duas características gerais dos subprogramas (exceto co-rotinas)?   
a) Subprogramas herdam o contexto de execução de onde são chamados, sem a necessidade de isolamento de variáveis e s são definidos para executar uma tarefa específica.  
b) Subprogramas podem ser chamados com diferentes tipos de parâmetros sem a necessidade de sobrecarga e eles devem possuir um número fixo de parâmetros.  
c) Subprogramas não podem modificar os valores das variáveis globais de um programa já sempre trabalham com cópias dos dados e eles devem ser declarados antes da sua primeira utilização no código.  
d) Cada subprograma tem um único ponto de entrada (o início do código do subprograma) e seu controle sempre retorna ao chamador quando a execução do subprograma termina.   
e) Subprogramas devem ser definidos antes de qualquer execução uma vez que eles não podem ser definidos de maneira dinâmica ou durante o tempo de execução e eles podem ser reutilizados várias vezes.

Quais são os três modelos semânticos de passagem de parâmetros para subprogramas?   
a) Passagem por modo saída, modo entrada, e modo entrada/saída.  
b) Passagem por resultado, por valor, e por arranjo.  
c) Passagem por valor, por referência e por nome.  
d) Passagem direta, indireta e por retorno  
e) passagem por valor, por condição e por contexto.

Quais a seguir são modelos de implementação de passagem de parâmetros para subprogramas?   
a) Passagem por modo saída, modo entrada, e modo entrada/saída.  
b) Passagem por resultado, por valor, e por arranjo.  
c) Passagem por valor, por referência e por nome.  
d) Passagem direta, indireta e por retorno  
e) passagem por valor, por condição e por contexto.

O que é um subprograma sobrecarregado?  
a) Um subprograma sobrecarregado é aquele que pode ser interrompido e retomado em um ponto posterior de sua execução.  
b) Um subprograma sobrecarregado é um subprograma que pode ser chamado simultaneamente por vários threads sem causar conflitos de acesso aos seus dados.  
c) Um subprograma sobrecarregado é um subprograma que pode ser definido com diferentes números ou tipos de parâmetros, mas mantém o mesmo nome.  
d) Um subprograma sobrecarregado é aquele que contém várias instruções de loop aninhadas e sobrecarrega o processador com cálculos complexos.  
e) Um subprograma sobrecarregado é um subprograma que herda propriedades e métodos de outro subprograma com o mesmo nome em uma hierarquia de classes.

O que é polimorfismo paramétrico?  
a) Polimorfismo paramétrico ocorre quando um subprograma pode tomar diferentes números de parâmetros em chamadas sucessivas, variando de acordo com o contexto de execução.  
b) Polimorfismo paramétrico é uma técnica que permite que subprogramas possam operar sobre parâmetros de diferentes tipos, sendo os tipos definidos de forma genérica no momento da declaração.  
c) Polimorfismo paramétrico permite que um subprograma seja definido em tempo de execução com parâmetros que mudam conforme a execução do programa.  
d) Polimorfismo paramétrico ocorre quando um subprograma pode retornar diferentes tipos de dados dependendo do valor de entrada, com base em verificações dinâmicas.  
e) Polimorfismo paramétrico permite que o compilador decida dinamicamente qual tipo de parâmetro usar em um subprograma, sem que seja necessário declarar o tipo explicitamente em tempo de compilação.

Que linguagens permitem que o usuário sobrecarregue operadores?  
a) Visual Basic e Swift.  
b) Pascal e Rust.  
c) Python e JavaScript.  
d) C++ e Kotlin.  
e) Java e C Sharp.

De que maneiras as corrotinas são diferentes dos subprogramas convencionais?  
a) Corrotinas não mantêm o estado entre as chamadas, enquanto subprogramas convencionais preservam o contexto de execução após cada chamada.  
b) Corrotinas são subprogramas especiais que tem múltiplas entradas e podem ser usadas para oferecer execução intercalada de subprogramas.  
c) Corrotinas têm um único ponto de entrada e vários pontos de saída, enquanto subprogramas convencionais têm múltiplos pontos de entrada e um único ponto de saída.  
d) Corrotinas exigem mais recursos do sistema em comparação com subprogramas convencionais, que são mais leves em termos de uso de memória.  
e) Corrotinas precisam ser definidas antes da execução do programa, enquanto subprogramas convencionais podem ser definidos durante a execução.

Descreva o problema de passar matrizes multidimensionais como parâmetros.   
a) O maior problema consiste na elaboração da função de associação de armazenamento, usada para associar valores de índice de elementos da matriz a endereços na memória, de forma que seja flexível, reutilizável, legível e que não seja propensa a erros.  
b) Todas as linguagens de programação permitem a passagem de matrizes multidimensionais por referência, sem a necessidade de especificar o tamanho da matriz, neste caso o acesso a elementos de matrizes multidimensionais é sempre garantido por verificações automáticas de limites, evitando erros de acesso fora dos limites.  
c) A passagem de matrizes multidimensionais requer que o programador especifique as dimensões da matriz, o que pode levar a erros de incompatibilidade entre as dimensões passadas e as esperadas pelo subprograma, especialmente em linguagens que não suportam arrays dinâmicos.  
d) Quando matrizes multidimensionais são passadas como parâmetros, é comum que o subprograma que as recebe tenha que alocar memória adicional para armazenar a matriz, o que pode levar a vazamentos de memória se não for tratado adequadamente.  
e) A passagem de matrizes multidimensionais geralmente resulta em cópias completas da matriz, aumentando o uso de memória e o tempo de processamento, pois não há uma maneira padronizada de passar referências para o conteúdo da matriz.

Quais são as questões de projeto referentes a subprogramas?  
a) Quais variáveis globais devem ser utilizadas dentro do subprograma? É importante determinar se as variáveis globais devem ser alteradas ou apenas lidas, sem considerar a passagem de parâmetros? A escolha do tipo de retorno do subprograma deve ser feita sem considerar os tipos de parâmetros?   
b) O número de subprogramas que devem ser criados deve ser baseado na complexidade do código principal, sem qualquer consideração sobre a passagem de parâmetros ou tipos de dados? A prioridade deve ser apenas a eficiência do código, sem se preocupar com a legibilidade? Qual a melhor maneira de implementar subprogramas como métodos de extensão?  
c) Qual método ou métodos de passagem de parâmetros a ser utilizado? Os tipos reais devem ser verificados em relação aos tipos de parâmetros formais? Caso o subprograma pode ser passado como parâmetro, qual o ambiente de referência dele?  
d) O foco deve ser apenas na adição de funcionalidades, sem levar em conta os parâmetros e os tipos de dados envolvidos? Como determinar a profundidade máxima de recursão que o subprograma pode ter? A avaliação deve ser baseada no tamanho do código e na eficiência, sem levar em conta a passagem de parâmetros?   
e) A escolha do nome do subprograma deve ser feita exclusivamente com base na convenção de nomenclatura da linguagem utilizada, sem considerar a funcionalidade ou os parâmetros que ele receberá? Qual deve ser a documentação do subprograma, focando apenas nas explicações sobre a lógica interna, sem se preocupar com os tipos de parâmetros e suas implicações na chamada? Como o subprograma deve gerenciar o escopo das variáveis locais, priorizando a utilização de variáveis globais em vez de discutir a passagem de parâmetros e suas verificações?

Quais são as duas questões que surgem quando nomes de subprogramas são parâmetros?  
a) Verificação do ambiente de execução correto para o subprograma e a checagem de compatibilidade entre os tipos das variáveis locais e globais usadas no subprograma.  
b) Verificação de tipo dos parâmetros das ativações do subprograma passado como parâmetro e ambiente de referenciamento correto (escopo) para executar o subprograma passado.  
c) Checagem de tipos entre o subprograma original e o subprograma chamado e o ambiente de armazenamento necessário para o subprograma ser ativado corretamente.  
d) Definição de quais variáveis globais podem ser referenciadas pelo subprograma e verificação de tipos entre o subprograma chamado e as variáveis locais no escopo atual.  
e) Verificação do ambiente de execução correto para as variáveis passadas como parâmetro e definição do contexto em que o subprograma deve retornar após sua execução.